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Abstract. Training deep neural networks can be difficult. For classical neu-

ral networks, the initialization method by Xavier and Yoshua which is later
generalized by He, Zhang, Ren and Sun can facilitate stable training. How-

ever, with the recent development of new layer types, we find that the above

mentioned initialization methods may fail to lead to successful training. Based
on these two methods, we will propose a new initialization by studying the pa-
rameter space of a network. Our principal is to put constrains on the growth

of parameters in different layers in a consistent way. In order to do so, we
introduce a norm to the parameter space and use this norm to measure the

growth of parameters. Our new method is suitable for a wide range of layer
types, especially for layers with parameter-sharing weight matrices.
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1. Introduction. In recent years, deep learning methods have achieved remark-
able progresses in image processing tasks including image restoration [24], image
segmentation [14] and image super-resolution [4]. However, deep neural networks
can be very difficult to train. If learnable parameters are not properly initialized,
deep neural networks usually converge slowly and can get stuck to local minima
easily [5]. In [1] Bradley found that if initialized randomly, the variances of gradi-
ents become smaller when they are propagated in a deep network. In the seminal
work of Xavier and Yoshua [5], the authors proposed a novel initialization method
based on a statistical analysis of forward and backward propagations. The Xavier
initialization has the following advantages: (i) distributions of activations among
different layers are approximately the same; (ii) compared to an arbitrary initial-
ization, average ratio of the singular values of the Jacobian matrix associated with
back-propagated gradients is closer to 1; and (iii) variances of back-propagated gra-
dients are approximately the same across all layers. Later in [7] He, Zhang, Ren and
Sun extended the Xavier initialization to convolution layers and the ReLU activa-
tion function. The Xavier and the He initializations are now widely used in training
of deep neural networks and they are integrated in machine learning packages like
TensorFlow, Keras and PyTorch. There are other popular initialization methods,
see [13, 18, 21, 22].

Because the Xavier and the He initializations differ by a constant, we regard them
as one method and call it the Xavier/He initialization. In their original papers, the
Xavier/He initialization is only deduced for standard fully connected and convolu-
tion layers. By standard we mean that each entry in the weight matrix of a fully
connected layer or in the kernel tensor of a convolution layer represents an individ-
ual learnable parameter. However, from experiments we find that the Xavier/He
initialization may fail to lead to stable training for networks with structured layers,
where weight sharing and sparsity cause uneven learning speed of parameters. This
observation motivates us to find a new initialization.

In this paper we will propose a new initialization based on the Xavier/He ini-
tialization. We will introduce a norm on parameter space, and use this norm to
give constrains on updates of parameters. We will give detailed calculations for
various layer types for our new initialization. We will also give comparisons to the
Xavier/He initialization. Our current work is a continuation of our work [3] on ini-
tialization. The significance of our new method will be explained in subsection 2.3,
after we introduce necessary notations and preliminaries.

This paper is organized as the following. In the next section, we briefly give
notations and preliminaries used in this paper, and we also introduce the Xavier/He
initialization and the CirCNN implementation. In the third section we propose
our new method and we give detailed calculations for some special cases. Then
we provide some numerical experiments to demonstrate the effectiveness of our
initialization.

2. Notations and preliminaries. In this section we give the notations and pre-
liminaries used in this paper.

2.1. Single layer structure. Mathematically, convolution and fully connected
layers can be written as

y = act(W ∗ x+ b), (1)

where x is the input vector, b is the bias vector, act is the activation function, and
y is the output vector. For a fully connected layer, W is a matrix and W ∗ x is
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the matrix-vector multiplication, while for a convolution layer, W is a collection of
kernels and W ∗x is the convolution (or cross-correlation) operation (for details see
[6]). We note that for both cases, W ∗ x is a linear operation on x. Therefore, after
some reshaping, both layers can be rewritten as

y = act(Wx+ b), (2)

where now W is the matrix representation of the corresponding linear operator, and
Wx is the matrix vector multiplication. For a fully connected layer W is a dense
matrix whose entries are learnable parameters. On the other hand, for a convolution
layer W is usually a sparse matrix whose non-zero entries are built from the kernels,
and the learnable parameters are the elements in the kernels.

We note that the single layer structure in (2) can represent a wide range of layer
types used in deep neural networks. The difference in different layer types is how
one build the matrix W from learnable parameters. Therefore in this paper we stick
to (2) as the standard single layer structure, with additional information on how to
build W included when necessary.

In the training process, a network will go through iterations of forward and
backward propagations. Suppose the loss function is denoted by L. In a forward
propagation, one calculates y based on a given x. In the backward propagation, one
calculates ∂L/∂W , ∂L/∂x and ∂L/∂b based on a given ∂L/∂y. Suppose that v is
a learnable parameter for a layer of the form (2). After one backward propagation
with learning rate r, v will be updated by

v − r ∂L
∂v
7→ v,

where ∂L/∂v will be calculated by using ∂L/∂W , ∂L/∂x and ∂L/∂b.
For any variable z in a layer, we use z(0) to denote its value after initialization,

and we use z(1) to denote its value after the first forward and backward propagation.
We introduce a definition here.

Definition 2.1. Let z be a scalar variable in (2), then the increment of z, denoted
as ∆z, is defined to be

∆z = z(1) − z(0)

when we set the learning rate r = 1. If z is a matrix or a vector, ∆ operates on z
componentwisely.

For a learnable variable v we have ∆v = −∂L/∂v. For an intermediate variable
Wnm which equals the learnable variable v, if we assume that v only appears in W
in this layer, we have

∆Wnm = W (1)
nm −W (0)

nm = v(1) − v(0) = −∂L
∂v

= −
∑

(n′,m′)

∂L

∂Wn′m′
, (3)

where the last summation is over all W entries that share the same parameter v.
We use V to denote variance of random variables. For a layer of form (2), the

Xavier/He initialization conditions are specified by the followings.

Xavier/He Initialization. Suppose the following two conditions hold:

• Entries in x are identically distributed with distribution X with mean 0;
• Entries in ∂L/∂y are identically distributed with distribution ∂L/∂Y with
mean 0.
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The learnable parameters in W should be independent and identically distributed
with mean 0, and the variance should be determined by the following conditions:

1. entries in y should be identically distributed with distribution Y with mean 0;
2. entries in ∂L/∂x should be identically distributed with distribution ∂L/∂X

with mean 0;
3. V(Y) = V(X ), and V(∂L/∂Y) = V(∂L/∂X ).

If one uses ReLU as the activation function, for intermediate layers the mean of x
will be positive. This can be handled by considering symmetry in W and introduce
an extra scalar “gain” in the initialization as explained in [7].

2.2. CirCNN networks. CirCNN implementation of neural networks in intro-
duced in [2] is a promising approach to reduce number of parameters while pre-
serving networks’ topologies. This is done by replacing matrices and convolution
kernels in a neural network by block circulant matrices and block circulant convo-
lution kernels. We say a matrix is a circulant matrix if it has the form

a0 a1 · · · an−2 an−1

an−1 a0 · · · an−3 an−2

...
...

...
...

...
a1 a2 · · · an−1 a0

 . (4)

Note that unlike an unstructured matrix, a circulant matrix is determined if one
knows the first row (or first column) of the matrix. For a fully connected layer of
form (2), we say W is a block-circulant matrix if W consists of block matrices, where
each block is a circulant matrix. For a convolution layer with kernel W = (Wijk`),
where the k and ` indices represent the input and output channels and the i and
j indices represent 2D kernels, we say W is block-circulant if for each fixed i, j the
resulting matrix (Wijk`)k` is block-circulant. As suggested in [2], for a single layer
the block size should be a constant, while one can choose different block sizes for
different layers.

Using CirCNN implementation can significantly reduce number of learnable pa-
rameters. If we use B as the block size, then for a fully connected layer or a
convolution layer we can reduce learnable parameters in W by B times. We shall
call B the compression ratio. However, from experiments we observe that when
using large compression ratio, the network tends to be difficult to train even if we
employ the Xavier/He initialization.

Assume that we have a fully connected layer y = act(Wx + b) with input and
output dimensions equal to n, where W is a circulant matrix of form (4). The
Xavier/He initialization leads to the following: entries in the first row of W , which
are the learnable parameters that build up W , should have mean 0 and variance
gain/n. Here gain is a scalar determined by activation function, e.g. gain =

√
2 for

ReLU activation and gain =
√

2/(1 + `2) for Leaky ReLU activation with negative
slope `. We have

∆W`i = ∆a[i−`] = −
n−1∑
j=0

∂L

∂Wj,[i−`+j]
, (5)

where [i] means i mod n. This shows that in general, on the scale level, ∆W`i does
not equal to ∂L/∂W`i. This is in contrast to a standard fully connected layer, where
∆W`i = −∂L/∂W`i. Therefore we intend to introduce a metric on the parameter
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space, and to introduce a new initialization method, so that we can preserve the
desired relationship among the scales of ∆W and ∂L/∂W .

2.3. Comparison with our previous approach. In [3] we have proposed an
initialization which gives fast and stable training for networks with CirCNN imple-
mented fully connected layers. In this subsection we explain the significance of the
initialization in this paper compared to our previous approach.

Firstly, the initialization in [3] is only for fully connected layers, and for convo-
lution layers we have to rely on the Xavier/He initialization. This is because for
a convolution layer, the matrix W in (2) is a sparse matrix. The zero elements
in W are not learnable parameters and in [3] we do not know how to deal with
non-learnable entries. On the other hand, the initialization that will be introduced
in this paper can handle both fully connected and convolution layers. From experi-
ments we observe that for convolution layers, the Xavier/He initialization performs
well only for small kernels. Our new method in this paper performs well on both
small and large kernels. See Table 2 and Figure 1(b) for a numerical demonstration.
Secondly, the initialization condition (equation (8)) in [3] is based on an analysis for
individual entries in the weight matrix W . This makes it difficult to generalize the
initialization method in [3]. On the other hand, our analysis in this paper is based
on the whole matrix W , and we will introduce a norm to put constraints on true
increments of W based on partial derivatives of the loss with respect to W . This
not only gives more geometric flavour to our condition (equality in the length of
two vectorized matrices as in (20)), but it also gives a unified framework to deduce
initializations for various layer types.

3. A new initialization method. Let us assume that each layer in a neural
network can be written in the following form

w̄ = (c · T )v,

Wnm = w̄(nm),

y = act(Wx+ b),

(6)

where x ∈ RM , y ∈ RN , W ∈ RN×M and b ∈ RN . We vectorize W as a column
vector w̄ with the indexing correspondence (nm) = (n − 1)M + m. The vector
v ∈ RΛ contains learnable parameters. The matrix T ∈ RNM×Λ builds w̄ from v,
and c ∈ R is a positive scalar that we determine later. We stress that in (6) the
learnable parameters are contained in v and b, and in a backpropagation v and b will
be updated, but not W . As in previous analysis of initializations in [5, 7], we regard
elements in each terms in (6) as random variables. For Xavier/He initialization or
the methods in [13, 18, 22] we always have c = 1.

For initialization of layer (6), we need to determine the parameter c and a vari-
ance, such that entries in v are independent and identically distributed with mean
0 and the variance. In practice one can use Gaussian or uniform distribution. We
always use uniform distribution in our numerical demonstrations.

Let us use L to denote a loss function. Then our initialization method is defined
below.

Our Initialization. Suppose the following conditions hold:

• Entries in x are identically distributed with distribution X with mean 0;
• elements in each row or in each column of W are independent;
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• and entries in ∂L/∂y are identically distributed with distribution ∂L/∂Y with
mean 0.

Entries in v are initialized as independent and identically distributed random vari-
ables with mean 0. The variance of v and the parameter c should be determined by
the following :

1. Entries in y are identically distributed with distribution Y with mean 0;
2. entries in ∂L/∂x are identically distributed with distribution ∂L/∂X with

mean 0;
3. V(Y) = V(X ) and V(∂L/∂Y) = V(∂L/∂X );
4. and E(||∆w̄||22) = E(||∂L/∂w̄||22).

Note that conditions 1 to 3 are the adaptations of the Xavier/He initialization
conditions to the layer type (6), while the condition 4 is a probabilistic description
of a norm equality, which is explained at the end of this section. The assumption on
rows and columns of W is a mild assumption that is satisfied by many layers, like
fully connected layers, convolution layers, their CirCNN implementations, depthwise
convolutions [9], interleaved group convolutions [25] and dilated convolutions [23].
We note that like the Xavier/He initialization, when one uses the ReLU activation
function, entries in y are non-negative, and thus Y cannot have mean 0. We use
the same technique as in [7] to introduce a constant scaler “gain” to tackle this
difficulty.

In order to give detailed calculations of initializations, in the rest of this paper we
assume that the matrix T in (6) has the following conditions: entries in T are either
0 or 1; each row of T has at most one 1; and the numbers of 1’s in different columns
of T are all the same. We also assume that the vector v in (6) only contains learnable
parameters for this layer, which simplifies the calculations. We note that weight
sharing across layers can also be handled by our new initialization, see Example 4.2
in [3] for a demonstration for the fully connected case.

We denote the number of non-zero entries in each column of T as K. We calculate
as follows. For each n,m we have

(
∆w̄(nm)

)2
=

(
c
∑
λ

T(nm),λ∆vλ

)2

(7)

= c2
∑
λ

T 2
(nm),λ (∆vλ)

2
+ c2

∑
λ1 6=λ2

T(nm),λ1
T(nm),λ2

∆vλ1
∆vλ2

= c2
∑
λ

T 2
(nm),λ (∆vλ)

2
,

where the last equality comes from the fact that in each row of T there is at most
one non-zero element. Therefore taking expectation on the squared 2-norm gives

E(||∆w̄||22) = E

c2 ∑
λ,n,m

T 2
(nm),λ (∆vλ)

2

 (8)

= c2
∑
λ,n,m

T 2
(nm),λE

(
(∆vλ)

2
)

= c2
∑
λ,n,m

T 2
(nm),λV(∆vλ).
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We have

∆vλ = −∂L/∂vλ = −c
∑

∂L/∂w̄ij , (9)

where the last summation is over all entries in w̄ that correspond to vλ, and there
are K terms in the summation. Here we make an assumption that the random
variables {∂L/∂w̄ij}, where w̄ij corresponds to one learnable parameter vλ, are
uncorrelated and identically distributed with variance V(∂L/∂W). Then we have

V(∆vλ) = c2V(
∑

∂L/∂w̄ij) = c2K · V(∂L/∂W). (10)

Combining (8) and (10) we have

E(||∆w̄||22) = c4K|T |V(∂L/∂W), (11)

where |T | denotes the number of non-zero entries in T . On the other hand it is easy
to see that

E(||∂L/∂w̄||22) = NMV(∂L/∂W). (12)

By combining (11) and (12) we conclude that the scalar value c should be

c = 4
√
NM/(K|T |). (13)

After c is calculated, the variance V(v) is determined by the standard Xavier/He
initialization as described in [5, 7]. Let LN , LM denote the number of non-zero
entries in rows and columns of W respectively. Then we have

V(v) =
gain · 2

c2 · (LN + LM )
, (14)

where gain is a scalar determined by the activation function.
To sum it up, our new initialization method consists of 3 steps. The first step is

to write a layer in the form (6). The second step is to calculate c and V(v) by (13)
and (14). The last step is to initialize entries in v by independent and identically
distributed variables with mean 0 and variance V(v), and initialize the bias vector
b as the zero vector.

To illustrate our new initialization method, in the rest of this section we consider
two cases: CirCNN implementations of fully connected layers with block-size B,
and CirCNN implementations of 2-D convolution layers with block-size B. Note
that when B = 1, these two cases correspond to standard fully connected layers
and standard 2-D convolution layers.

For CirCNN implementations of fully connected layers with kernel size B, v
is a vector of size NM/B. Therefore K = B and |T | = NM , and so c =
4
√
NM/(K|T |) = 1/ 4

√
B. The matrix W is a dense matrix with LN = N and

LM = M , so

V(v) =
gain · 2

c2 · (LN + LM )
(15)

=
gain · 2

√
B

M +N
.

This gives the same initialization as in [3] for fully connected layers. For standard
fully connected layers (i.e. B = 1), our initialization gives same initialization with
the Xavier/He initialization.

For CirCNN 2-D convolution layers with block-size B, suppose the 2-D kernel
size is r (for a 3×3 kernel, r = 9). Suppose the input to this layer is a 3-D tensor of
size M ′×H×W , M ′ is the input channel number, and the output channel size is N ′.
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Then v is a vector of size N ′M ′r/B. We have N = N ′HW , M = M ′HW , |T | =

N ′HWrM ′, K = HWB, LN = N ′r and LM = M ′r. Therefore c = 4
√

1/(rB), and

V(v) =
gain · 2

√
B√

r(M ′ +N ′)
. (16)

For standard 2-D convolution layers (i.e. B = 1), the Xavier/He initialization
gives c = 1 and

V(v) =
gain · 2

r(M ′ +N ′)
, (17)

which is different from our initialization.
The new condition 4 in our initialization is based on a normed statistical space

that we briefly describe here. Let SN denote the collection ofN -dimensional random
variables. For x, y ∈ SN , we say x ∼ y if there exits a constant vector γ such that
P (x − y = γ) = 1. Then ∼ defines an equivalent relationship, and for x ∈ SN we
denote its equivalent class by [x]. The collection of all equivalent classes is denoted
by HN . For any [x], [y] ∈ HN and α ∈ R, it can be shown that the two definitions
[x]+ [y] := [x+y] and α[x] := [αx] are well defined, and they turn HN into a vector
space. The crucial observation is that we can define an inner product on HN , which
is given by

〈[x], [y]〉 =

N∑
i=1

E ((xi − E(xi))(yi − E(yi))) . (18)

Note that when N = 1, the above inner product is just the covariance of the random
variables x and y. This construction turns our vector space HN into a normed space
(HN , ‖·‖), where the norm is defined by

‖[x]‖ =
√
〈[x], [x]〉. (19)

Therefore our new condition 4 in our initialization is the same as

‖∆w̄‖ = ‖∂L/∂w̄‖. (20)

This gives a new explanation of the condition 4: the true increment ∆w̄ has the
same length as the length of the partial derivative vector ∂L/∂w̄ under the norm
in (19). We note that the above is a standard construction, where one quotients an
inner product space by a closed subspace [15, 16].

3.1. Numerical experiments. Here we present experiments to demonstrate the
effectiveness of our method. For each comparison all hyper-parameters are set
to the same except learning rates. For the experiment with network structure in
Table 1, the learning rate for our initialization is set to

√
3 times the learning rate

for the Xavier/He initialization (note that for convolution layers, c = 4
√

9 =
√

3).
For other experiments, we will fix a learning rate and run training 5 times for each
initialization. The learning rates are tuned by a factor of 2 as the following: we select
the learning rate such that in all 5 runs the losses exhibit the fastest decreasing, with
no loss stalls or explodes. We always use SGD with no momentum as optimizers.
We will report the mean and standard deviation (std) of the five runs. For losses
in Figures 1(a)–(d) we first apply a 0.99 smoothing in TensorBoard, and we report
the mean and std of last value of the smoothed losses.

We test our initialization on various networks as summarized in Tables 1–4, with
the corresponding plots of losses in Figures 1(a)–(d). Here we use the MNIST data
set [12] for training. We note that for the simple network summarized in Table 1,
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where the kernels of convolutions are all small and there is no CirCNN implemen-
tation, our initialization behaves almost identical to the Xavier/He initialization.
However, as illustrated by Figure 1(b), when the network has a convolution layer
with very large kernels, our initialization outperforms the Xavier/He initialization.
Plots in Figures 1(c) and (d) show the effectiveness of our initialization for CirCNN
implementations.

Layer Output channel Number of parameters
Conv2d+MaxPool 32 3× 3× 1× 32
Conv2d+MaxPool 64 3× 3× 32× 64

Fc 64 3136× 64
Fc 10 64× 10
Table 1. Network structure of Figure 1(a).

Layer Output channel Number of parameters
Conv2d+Maxpool 32 3× 3× 1× 32
Conv2d+Maxpool 64 3× 3× 32× 64
Reshape to 56× 56

Conv2d 1 55× 55× 1× 1
Fc 10 3136× 10

Table 2. Network structure of Figure 1(b). For the last convolu-
tion layer with kernel size 55× 55 we use periodic padding on the
input images to make sure the conditions on T in (6) are satisfied.

Layer Out channel Number of parameters Compression ratio
Conv2d+Maxpool 32 3× 3× 1× 32 1
Conv2d+Maxpool 64 3× 3× 32× 64 1

Fc 1568 3136× 1568 1568
Fc 10 1568× 10 1

Table 3. Network structure of Figure 1(c). For a compression
ratio B > 1, we use circulant implementation with block size B.
The number of parameters for a CirCNN implementation should
be divided by B.

Lastly we test our initialization on a CirCNN implementation of the VGG16
network [19] with the Cifar10 data set [11]. For the second fully connected layer in
the network which has 4096 input and output channels, we use a circulant matrix
with block size 4096. The original VGG16 network (with no CirCNN) can achieve
92.24% top-1 accuracy. On 5 runs, the network with our initialization consistently
outperforms the network with the Xavier/He initialization on top-1 accuracy. The
average top-1 accuracy for our method is 91.38% with std 0.199, while the aver-
age top-1 accuracy for the Xavier/He initialization is 90.98% with std 0.188 (std
calculated on percentile scale).
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Layer Out channel Number of parameters Compression ratio
Conv2d+Maxpool 32 3× 3× 1× 32 1
Conv2d+Maxpool 64 3× 3× 32× 64 1

Conv2d 256 3× 3× 64× 256 1
Conv2d 256 3× 3× 256× 256 256
Conv2d 256 3× 3× 256× 256 256

Fc 64 12544× 64 1
Fc 10 64× 10 1

Table 4. Network structure of Figure 1(d). For a compression
ratio B > 1, we use circulant implementation with block size B.
The number of parameters for a CirCNN implementation should
be divided by B.
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Figure 1. (a) Plot of losses of network summarized in Table 1.
(b) Plot of losses of network summarized in Table 2. (c) Plot of
losses of network summarized in Table 3. (d) Plot of losses of
network summarized in Table 4. Mean and std for the last of the
smoothed loss values: Ours (a) 0.070±0.005, (b) 0.111±0.006, (c)
0.088± 0.003 , (d) 0.083± 0.004; Xavier/He (a) 0.069± 0.001, (b)
0.206± 0.012, (c) 0.221± 0.016, (d) 0.164± 0.012. We also tested
the evaluation accuracies on the test set with results: Ours versus
Xavier/He (a) 98.06%, 98.13%, (b) 95.66%, 93.94%, (c) 97.17%,
95.07%, (d) 98.01%, 96.22%.



A NEW INIT. FOR DEEP NETWORKS 11

4. Conclusion and future works. Based on the Xavier/He initialization, we pro-
pose a novel initialization. We introduce a norm on the parameter space, and we
use this norm in our initialization to constrain growth of parameters. We focus on
the true increment matrix ∆W and its relation with the partial derivatives ∂L/∂W
which are not studied in previous works. Our new initialization is suitable for fully
connected layers, convolution layers and many other layer types. Numerical exper-
iments show that our initialization can lead to stable and fast training, especially
for networks with heavy weight sharing.

Networks with shortcuts, like Resnets [8], Inception resnets [20], squeeze nets [10]
and Mobile Net V2 [17], does not satisfy the conditions in Xavier/He initialization
method. This is because when a network has shortcuts, some inputs x have non-
independent elements. Therefore our current approach cannot be applied to these
networks. We plan to extend our initialization to these networks by regularizing
the extra gradient flows in shortcuts. One possible approach is to introduce another
scaler c′, like the c in (6), to adjust flows in shortcuts.
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